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# 

# Введение

Алгоритмы обхода графа являются одной из важнейших задач в программировании. Обход графа — это переход от одной его вершины к другой в поисках свойств связей этих вершин. Связи (линии, соединяющие вершины) называются направлениями, путями, гранями или ребрами графа. Вершины графа также именуются узлами.  
  
Основным алгоритмом обхода графа является поиск в ширину (Breadth-First Search, BFS).

**Цель работы**: реализовать алгоритмы обхода графа: поиск в ширину и А\* для задачи поиска маршрута в лабиринте.

# Задачи

* Изучить алгоритмы построения маршрута в графе;
* Выделить особенности реализации алгоритмов поиск в ширину и А\*;
* Подготовить исходные данные: лабиринт, координаты точек для посещения при обходе;
* Реализовать алгоритмы;
* Сохранить результаты обходов лабиринта и получившиеся маршруты в отдельный файл.

# 1.Теоретическая часть

## Алгоритм поиска в ширину (ВFS)

BFS, или Breadth First Search — алгоритм обхода графа в ширину. Граф — это структура из «вершин» и «ребер», соединяющих между собой вершины. По ребрам можно передвигаться от одной вершине к другой, и BFS делает это поуровнево: сначала проходит по всем ближайшим от начальной точки вершинам, потом спускается глубже.

Выглядит это так: алгоритм начинает в заранее выбранной вершине и сначала «посещает» и отмечает всех соседей этой вершины. Потом он переходит к соседям посещенных вершин, затем — дальше по тому же принципу. Из-за характера распространения, похожего на волну, алгоритм еще называют волновым. BFS — один из двух популярных алгоритмов обхода. Второй называется DFS и подразумевает обход в глубину: сначала алгоритм проходит по ребрам «вглубь» графа.

**Кто пользуется BFS**

* Дата-сайентисты, которые работают с информацией и ее распространением, часто взаимодействуют с теорией графов.
* Разработчики, имеющие дело с определенными видами задач: поиск оптимального маршрута, программирование передвижения «умных» машин, разработка интеллектуальных систем и другие.
* Математики и другие ученые, которые работают с теорией графов как с фундаментальным научным знанием или в контексте решения практических задач.
* Инженеры-электроники: конкретно алгоритм BFS используется при трассировке печатных плат.
* Технические специалисты, работающие в телекоммуникационных системах. Там тоже активно применяется теория графов и в частности BFS.
* Сетевые инженеры, так как теория графов активно используется в сетевых технологиях. BFS, например, применяют при обходе P2P-сетей, или пиринговых сетей, а на них основаны многие сетевые протоколы. В частности, пиринговую сеть реализует BitTorrent.

**Для чего нужен BFS**

* Для решения задач поиска оптимального пути. Классической задачей считается автоматизированный поиск выхода из лабиринта.
* Для решения задач, связанных непосредственно с теорией графов, например для поиска компонент связности. Эти задачи в свою очередь решаются в Data Science, теории сетей и электронике.
* Для задач искусственного интеллекта, связанных с поиском решения с минимальным количеством ходов. В таком случае состояния «умной машины» представляются как вершины, а переходы между ними — как ребра.
* Для оптимизации памяти при обходе графа в некоторых ситуациях, например для некоторых специфических структур.
* Для работы с информацией в определенных структурах данных, таких как деревья. Их тоже можно обходить с помощью алгоритма BFS, потому что они — подвид графов.

**Особенности BFS**

* Константное количество действий для каждого ребра или вершины. Это важно при расчете сложности алгоритма — при выборе оптимального метода решения той или иной задачи.
* Отсутствие проблемы «бесконечного цикла»: алгоритм не попадет в него ни при каких условиях благодаря особенностям работы.
* Высокая точность и надежная архитектура, которая позволяет полагаться на этот алгоритм в решении различных задач.
* Возможность работать и с ориентированными, и с неориентированными графами.
* Полнота алгоритма — он найдет решение, то есть кратчайший путь, и завершится на любом конечном графе. Если граф бесконечный, решение найдется только в том случае, если конечен какой-либо из его путей.
* Возможность находить кратчайший путь в графе, если все ребра одинаковой длины. Если длины ребер разные, BFS найдет путь с минимальным количеством ребер, но он не обязательно будет самым коротким.

## Алгоритм A\*

Алгоритм «A Star» — это один из проверенных опытом алгоритмов, который используют для того, чтобы найти кратчайший путь между 2 вершинами графа, у которых положительный вес ребер. Данный алгоритм был описан еще в 1968 году П. Хартом, Н. Нильсоном и Б. Рафаэлем.

Алгоритм «A Star» всегда находит кратчайший путь, потому что применяет в своих расчетах вспомогательную функцию, которая всегда направляет поиск в нужном направлении, сокращая его длительность. Такая вспомогательная функция называется «эвристика», поэтому алгоритм «A Star» относят к категории «эвристических алгоритмов поиска».

Алгоритм «A Star» характеризуется тремя важными свойствами:

* оптимальностью — это означает, что алгоритм гарантирует получение лучшего из возможных результатов;
* полнотой — это означает, что алгоритм «A Star» всегда найдет решение, если оно существует;
* эффективностью — на сегодняшний день нет других алгоритмов, которые смогут найти кратчайший путь быстрее, чем «A Star», применяя эвристическую функцию.

Алгоритм поиска «A Star» несет в себе следующую идею: изначально он всегда посещает вершины, которые, скорее всего, ведут по кратчайшему пути к цели. Такие вершины он определяет по формуле:

F(x) = G(x) + H(x) , где:

* F(x) — это функция для вершины; чем меньше функция, тем «ближе» вершина стоит в очереди для посещения; данная функция оценивает минимальную стоимость перехода от вершины к вершине;
* G(x) — это стоимость пути от первоначальной вершины и до любой другой;
* H(x) — это эвристический показатель стоимости пути от вершины «х» и до конечной вершины.

Вычисляя F(x), за «х» берется соседняя вершина с уже посещенной. Поэтому получается, что алгоритм вычисляет стоимость всего пути у всех соседних вершин и останавливает выбор на той, у которой стоимость минимальна.

# 2. Реализация алгоритма

## Реализация поиска в ширину

Граф обычно представляется как массив, очередь или другая структура данных. Ее элементы — вершины, и в них хранятся сведения о других вершинах, с которыми они соединены. Иногда там напрямую есть ссылки на другие вершины — конкретная реализация зависит от языка программирования и выбранной архитектуры.

Алгоритм BFS, реализованный программно, начинает с заданного элемента этой структуры данных — это аналогично начальной вершине. Он отмечает ее посещенной — например, записывает в элемент какое-то значение-метку. Затем он смотрит, на какие элементы ссылается начальный, и отмечает посещенными уже их. Когда все ссылки на другие элементы в начальной вершине заканчиваются, граф помечает ее как полностью обойденную — для этого используется другое значение-метка. Оно показывает алгоритму, что больше возвращаться в эту вершину нет смысла, — так он не «застрянет» в одних и тех же точках.

После этого алгоритм переходит по ссылке к первому найденному «соседу» этой вершины и повторяет те же действия. Это продолжается, пока все вершины не окажутся помеченными как полностью обойденные.

## Реализация А\*

Посетив одну конкретную вершину, алгоритм «A Star» перед переходом к следующей исследует все соседние вершины. Все вершины алгоритм разделяет на 3 категории:

1. Неизвестные вершины. Это те, которые не были еще посещены и пока что даже не найдены. Получается, что и путь к ним пока остается загадкой. Таким образом, изначально все вершины, кроме стартовой, будут в этой категории.
2. Известные вершины. Это те вершины, о которых уже известно алгоритму и уже даже известен путь к ним. Такие вершины сохраняются в «списке алгоритма» и становятся в очередь для их посещения и исследования. Из этого списка исследуются те вершины, которые считаются наиболее перспективными.
3. Исследованные вершины. В эту категорию попадают те вершины, которые уже были посещены алгоритмом «A Star». К этим вершинам известен самый короткий путь, поэтому они попадают в «закрытый список» — этот список нужен для того, чтобы исключить многократное исследование одних и тех же вершин.

Когда одна из вершин становится полностью исследованной, она попадает в категорию «исследованные вершины», а все ее соседи попадают в категорию «известные вершины» и становятся годными для исследования. На каждой уже исследованной вершине устанавливается указатель до той уже исследованной вершины, к которой у нее будет кратчайший путь.

Алгоритм «A Star» завершает свою работу только в том случае, если конечная вершина переносится в категорию «исследованные вершины». В этом случае уже будет весь список исследованных вершин, а на каждой из них будет стоять указатель с кратчайшим путем. Поэтому несложно будет по указателям отследить кратчайший путь от конечной вершины до начальной.

Алгоритм «A Star» находит кратчайший путь между вершинами, основываясь на стоимости и «весе» ребер. Поэтому путь, который находит «A Star», можно по праву назвать «самым быстрым» или «самым простым». По этой причине алгоритм «A Star» очень часто применяется как раз для планирования кратчайших путей, однако его также часто применяют в играх.

# 

# Пример работы

![](data:image/png;base64,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)

Можно увидеть двумерный массив, состоящих из различных символов, где “ # ” - стена, “ \* ” - ключ, “ . ” – путь от входа до ключа, “,” – путь от ключа до выхода, “ ” – поля по которым можно двигаться.

# 

# Заключение

В ходе выполнения задания были изучены алгоритмы построения маршрута в графе, в частности алгоритмы поиска в ширину и А\*. В результате выполнения задания была создана программа, которая при помощи двух алгоритмов пути возвращает результат пути по координатам от точки начала до ключа и от ключа до конца лабиринта, результаты обходов лабиринта (от начала до ключа с помощью алгоритма поиска в ширину и от ключа до выхода с помощью алгоритма А\*) были сохранены а отдельный файл, в котором точка ключа указана как '\*', а сам маршрут построен точками к ключу и запятыми от него к выходу.
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# Приложение 1

## Листинг программы

from queue import PriorityQueue

from queue import Queue

# Функция для импорта и преобразования исходного файла

def read\_maze(filename):

with open(filename) as f:

maze = [[char for char in line.strip()] for line in f]

return maze

maze = read\_maze("maze-for-u.txt")

# Функция определения начальной точки

def start\_points(maze):

for Y in range(len(maze[0])):

if maze[0][Y] == " ":

start = (0, Y)

break

return start

start = start\_points(maze)

# Функция нахождения точки выхода

def end\_points(maze):

for Y in range(len(maze[0])):

if maze[len(maze) - 1][Y] == " ":

end = (len(maze) - 1, Y)

break

return end

end = end\_points(maze)

# Функция определения ключевой точки

def key\_points(maze):

for i in range(len(maze)):

for j in range(len(maze[0])):

if maze[i][j] == "\*":

key = (i, j)

break

return key

key = key\_points(maze)

def valid\_moves(maze, current\_position):

moves = []

x, y = current\_position

directions = [(1, 0), (-1, 0), (0, 1), (0, -1)]

for d in directions:

dx, dy = d

nx, ny = x + dx, y + dy

if 0 <= nx < len(maze) and 0 <= ny < len(maze[0]) and maze[nx][ny] != 1:

moves.append((nx, ny))

return moves

def bfs(maze, start, end):

# Создаём очередь

queue = Queue()

queue.put(start)

visited = {start: None}

# Определяем возможные направления движения

directions = [(0, 1), (0, -1), (1, 0), (-1, 0)]

# Запускаем цикл поиска пути

while not queue.empty():

current = queue.get()

# Если точка является конечной, то создаём путь до неё

if current == end:

path = []

while current is not None:

path.append(current)

current = visited[current]

return path[::-1]

# Перебираем возможные направления движения

for direction in directions:

# Вычисляем следующую точку

neighbor = (current[0] + direction[0], current[1] + direction[1])

# Проверяем, находится ли следующая точка в лабиринте

if 0 <= neighbor[0] < len(maze) and 0 <= neighbor[1] < len(maze[0]) and neighbor not in visited and maze[neighbor[0]][neighbor[1]] != '#':

# Добавляем следующую точку в очередь

queue.put(neighbor)

visited[neighbor] = current

return None

Up\_to\_the\_key = bfs(maze, start, key)

def astar(maze, start, end):

explored = set()

pq = PriorityQueue()

pq.put((0, start))

path = {}

# Начинаем алгоритм A\*

while not pq.empty():

# Извлекаем клетку из очереди с минимальным приоритетом

current\_cost, current\_node = pq.get()

# Добавляем клетку в список посещенных

explored.add(current\_node)

# Если мы нашли конечную клетку, то строим путь

if current\_node == end:

return build\_path(start, end, path)

# Перебираем соседние клетки

for child\_node in get\_neighbors(maze, current\_node):

if child\_node in explored:

continue

new\_cost = current\_cost + 1

if child\_node not in [item[1] for item in pq.queue]:

# Вычисляем эвристическую функцию

h = heuristic(child\_node, end)

# Добавляем соседнюю клетку в очередь с приоритетами

pq.put((new\_cost + h, child\_node))

path[child\_node] = current\_node

# Если клетка уже была добавлена в очередь,то обновляем путь

elif new\_cost < current\_cost(child\_node):

pq.put((new\_cost + h, child\_node))

path[child\_node] = current\_node

return None

def get\_neighbors(maze, node):

i, j = node

# Перебираем соседние клетки

neighbors = [(i+1, j), (i-1, j), (i, j+1), (i, j-1)]

valid\_neighbors = []

for neighbor in neighbors:

x, y = neighbor

if 0 <= x < len(maze) and 0 <= y < len(maze[0]) and maze[x][y] != '#':

valid\_neighbors.append(neighbor)

return valid\_neighbors

def heuristic(node, end):

# Манхэттенское расстояние

return abs(node[0] - end[0]) + abs(node[1] - end[1])

def build\_path(start, end, path):

# Строим путь от конечной клетки до начальной

node = end

path\_list = [end]

while node != start:

node = path[node]

path\_list.append(node)

return path\_list[::-1]

Before\_the\_exit = astar(maze,key, end)

def Signs(maze, path, symbol):

for cord in path:

x, y = cord

maze[x][y] = symbol

x, y = key

maze[x][y] = "\*"

return maze

maze\_to\_the\_key = Signs(maze, Up\_to\_the\_key, ".")

maze\_to\_exit = Signs(maze, Before\_the\_exit, ",")

def final\_file(maze, filename):

with open(filename, "w") as file:

for row in maze:

for elem in row:

file.write(str(elem))

file.write("\n")

final\_file(maze, "maze-for-me-done.txt")